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 This paper presents a comparative study involving SHA-3 final round 

candidates along with recent versions of hash algorithms. The proposed 

comparison between hash functions is performed with respect to cycles per 

byte and memory space. Tests are also carried out on a PIC32-based 

application taking into account several input cases, thus resulting in a set of 

ranked algorithms in terms of their specified metrics. The outcome of this 

work represents a considerable contribution in data protection and 

information security in relation to various communication and transmission 

systems, serving as a handy reference for developers to select an appropriate 

hash algorithm for their particular use condition. 
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1. INTRODUCTION 

Modern technology has made electronic devices smarter, more autonomous and better connected to 

the external word thereby making information security and data integrity questions of the utmost importance. 

In order to protect data from malicious attacks and to ensure information authenticity, various cryptographic 

hash functions have been developed. A hash function converts binary sequences of arbitrary length, called 

messages, into binary strings of a specific length [1], called message digests or hash values [2], [3]. Hash 

functions are mainly used for the confirmation of data integrity [4] as well as for message authentication 

codes (MAC) [5] or hash message authentication code (HMAC) [6]–[8].  

Although, Message-Digest Algorithm 5 (MD5), Secure Hash Algorithm 1 (SHA-1) and Secure Hash 

Algorithm 2 (SHA-2) [9]–[12] have long been the three most popular cryptographic hash functions, 

significant recent advancements in cryptanalysis have triggered concerns over the level of security in the 

future. As a result, the National Institute of Standards and Technology (NIST) announced an open 

competition for the developement of Secure Hash Algorithm 3 (SHA-3) [13], a new cryptographic hash 

function which could be an alternative in case the other functions are broken. In December 2010, the 

competition was narrowed down to five finalists: Blake, Grøstl, JH, Keccak, and Skein. In October 2012, the 

Keccak algorithm was selected as the SHA-3 winner [14], [15] while all five finalists continued to be used in 

several applications [16], [17] based on their individual strengths [18]. 

Several investigations have been performed to compare the performance of these algorithms and 

have provided insights. In [19], the author presents a performance evaluation of various hash functions on an 

ATMEL AVR ATtiny45 8-bit microcontroller. The results suggest that Blake offers the best performance 

among the SHA-3 finalists, followed by Grøstl, Keccak, Skein, and JH.  

https://creativecommons.org/licenses/by-sa/4.0/
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Rajeev Sobti et al. present in [20], a comparison of the performace of three of the five finalists for 

the SHA-3 hash function standard on the ARM Cortex M3 processor. In terms of the cycles per byte metric, 

Grøstl turns out to outperform Blake and JH. With increasing input size, JH shows a significant drop in 

cycles per byte value whereas Blake and Grøstl have only a slight change. 

In [21], the performance of SHA-3 finalists are discussed in terms of execution time on a 64-bit Intel 

Core processor where it is found that Skein and Blake perform better than the other candidates insofar as the 

digest length and block size followed by Grøstl, Keccak, and JH in this order. Sobti and Geetha [22] discuss the 

results of a performance evaluation of the same algorithms on the ARM Cortex A8 architecture. The evaluation 

is acheived based on the cycles per byte metric, the results indicating that Blake, Keccak and Skein are the most 

efficient algorithms, closely followed by Grøstl and JH. For shorter messages, Blake's performance is better 

than Skein but as the message size increases, Skein starts improving to perform almost as well as Blake. For 

longer messages, Skein is the most efficient algorithm and narrowly overtakes Keccak and Blake. 

Similar comparisons are carried out on the ARM Cortex-M4 processor hignlight that Blake is the 

best performer, followed by Keccak and Skein [23], Grøstl and JH occupying the lowest two positions. For 

long messages, the results are similar to those of short messages, with Blake again performing the best, 

followed by Keccak and Skein. A study of the previously mentioned algorithms based on ARM Cortex-A9 

processor yields similar results [24]. Blake emerges as the clear victor, with a far superior rate of execution 

compared to its counterparts whereas Grøstl lags behind the other contenders. There seems to be plenty of 

conflicting information available as to which of the SHA-3 finalists is the overall best performing algorithm. 

Some studies suggest that Blake is the best, while others propose the Skein algorithm; however, it is 

important to keep in mind that the conclusions drawn in each of these studies are based on specific hardware 

and software implementations as well as message sizes.  

This paper provides a comprehensive and up-to-date comparison of hash algorithms by examining 

the SHA-3 finalists as well as other newer versions such as Blake2 (2012), Shake (2015), Kangaroo Twelve 

(2016) and Blake3 (2020) on a PIC32 microcontroller platform. The main metrics considered include the 

number of cycles per byte required for a particular algorithm to fixed hash inputs, and the ROM capacity 

needed to store the program of the cryptographic algorithm. The choice of a PIC32 is strongly motivated by 

the fact that this microcontroller is integrated in several data transfer applications and sophisticated systems 

such as automotive embedded networks. 

The rest of the paper is organized as follows. Section 2 gives a brief introduction about SHA-3 

algorithm contenders. The tools adopted to carry out the evaluation of the algorithms are presented in  

section 3. Section 4 shows the experimental results and draws comparisons between different algorithms. 

Finally, the conclusions of the work are given in section 5. 

 

 

2. SHA-3 CONTENDERS 

2.1.   SHA-3 finalists 

The SHA-3 finalists are listed and defined as: 

a. Keccak: Keccak hash function is the winner of the SHA-3 competition. It is based on sponge construction 

and consists of seven permutation functions of different bit lengths, used in XOR and rotation operations. 

b. Blake: the Blake algorithm is an adaptation of the ChaCha stream that carries out transformations on 4 

words involving XOR and a bit rotation with a fast implementation. A total of 10 to 14 rounds of 

ChaCha functions are used according to the required size of the message digests [25]. 

c. Skein: Skein is based on the Threefish block cipher and is compressed by using mathematical 

operations such as addition, XOR and rotation to create a MIX function. The Skein algorithm requires 

72 or 80 rounds depending on the block size needed to run the algorithm.  

d. Grøstl: the Grøstl algorithm was developed by a team of cryptographers from Technical University of 

Denmark (DTU) and TU Graz. It extracts elements from the advanced encryption standard (AES) 

cipher algorithm [26]. Since several optimizations on AES have been performed on software and 

hardware over the years, its throughput is at a high level.  

e. JH: the JH algorithm was created by Hongjun Wu. Inspired by the AES and Serpent cipher algorithms, 

it consists of 42 rounds of execution.  

 

2.2.  New algorithms versions 

The new versions are as follows: 

a. Blake2: Blake2 is an improved version of Blake, created in fall 2012 after Keccak was declared as 

SHA-3 [27]. It was initially engineered to leverage Blake’s high efficiency and security and then 

adapted to modern applications prioritizing simplicity and usability. Blake2 has two main flavors, 

Blake2b designed for 64-bit platforms and Blake2s for smaller architectures [28]. 
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b. Shake: in August 2015, Shake was announced by NIST as part of the SHA-3 family. It has two 

extendable Output Functions (XOFs), Shake-128 and Shake-256 [29]. 

c. Kangaroo Twelve: Kangaroo Twelve is a fast and secure arbitrary output-length hash function combining 

many features in common with Shake-128 such as the sponge construction, the cryptographic primitive, 

the eXtendable Output Function (XOF) and the 128-bit security strength. Kangaroo Twelve is based on a 

reduced round version (12 rounds) of SHA-3 permutation function (Keccak [1600]), proposed by  

Bertoni et al. [30] with the purpose of being faster than SHA-3 and Shake. 

d. Blake3: released in 2020, this successor of Blake 2 was designed to run even faster [31]. Blake3 

compression function is very close to that of Blake2s, its main difference being the number of rounds 

reduced from 10 to 7. 

 

 

3. IMPLEMENTATION DETAILS 

3.1.   Hardware platform 

PIC32 is one of the most widely-used processors in embedded systems such as the automotive, and 

is able to deliver high-performance computing and power efficiency at a reduced cost. The under-test 

algorithms are run on the chipKIT Max32, a microcontroller board based on the Microchip 

PIC32MX795F512 which functions at up to 80 MHz with a Flash memory of 512KB and a RAM of 128 KB 

It can be programmed by means of the multi-platform integrated development environment (MPIDE). 

 

3.2.  Pro.cedure and metrics 

The entire implementation process and evaluation follow the requirements listed as: 

− Each candidate algorithm has at least four cryptographic hash functions, called “algorithm_Name”-X, 

where the suffix X stands for the corresponding length of the output which can be 224,384,256 or 512 bits.  

− The basic metrics considered for evaluation are the code size and the number of cycles per byte. The latter 

refers to the necessary number of cycles required by a hash function divided by the number of input bytes. 

This metric is chosen over execution speed as it does not change regardless of device frequency. The cycle 

consumption is measured multiple times and then the average is calculated to record the readings. 

− Performances are measured according to 5 different message lengths, ranging from a very small 

(smaller than one block) to a large sequence, which are 30, 48, 78, 150 and 400 bytes. 

 

 

4. RESULTS AND DISCUSSION 

Along the same line as in section 3, algorithm performances are determined based on two primary 

metrics: memory space and processing time for a variety of message sizes. The graph in Figure 1, illustrates 

the code size expressed in bytes for candidates with a 256-bit hash size. Through this evaluation, it is obvious 

that blake2s needs the least memory space, which is 16756 bytes, whereas Keccak uses the largest size, 

reaching 56476 bytes. However, as the total capacity available within the platform substantially outsizes 

those needed by various codes, this problem is less likely to be influential in this case. 
 

 

 
 

Figure 1. Code size in bytes 
 

 

Conversely, Figures 2-3 illustrate the cycles per byte for four distinct hash sizes (224, 265, 384 and 

512-bit) with varying input lengths. Figure 2 reveals the cycles per byte for three shorter inputs (30, 46, and 

78 bytes) while Figure 3 examines the cycles per byte for two extended ones (150 and 400 bytes). These 

figures shed light on the performance of the hash functions for different input lengths, thereby providing a 

comprehensive overview of the efficiency of the hash algorithms. 

From Figures 2(a) and 2(b) where results of 224 bits and 256 bits, respectively, are shown, it should 

be noted that Blake3 is the fastest for input sizes of 30- and 46-byte followed by Blake2s, Blake, Kangaroo 
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Twelve, Skein512, JH, Keccak Shake-128 and Shake-256, then Groestl. However, for the 78-byte input size 

the order remains the same except that Blake and Kangaroo Twelve are reversed. With regard to the 384-bit 

and 512-bit hash sizes, hardware simulation results are presented in Figures 2(c) and 2(d), respectively. The 

same order of algorithms is observed for input sizes 30, 46 bytes, with Blake3 at the top followed by 

Kangaroo Twelve, Skein512, Blake2s, Blake JH Keccak Shake-128, Shake-256 then Groestl. The 78-byte 

input size follows a similar trend except in Figure 2(c) where the order of Skein512 and Blake2s is reversed 

whilst in Figure 2(d) both Skein512 and Blake2s are reversed while Keccak moved down two places. 

 

 

 

 

Figure 2. Cycles per byte for input sizes of 30, 46 and 78 bytes (a) 224-bit hash size, (b) 256-bit hash size, 

(c) 384-bit hash size, and (d) 512-bit hash size 
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In addition, from the 224-bit and 256-bit hash size results illustrated in Figure 3(a) and Figure 3(b), 

respectively, we notice that Blake3 is the fastest for input size of 150-byte, followed by Blake2s, Kangaroo 

Twelve, Blake, Skein512, JH, Shake-128, Keccak, Shake-256 and then Groestl. A somewhat similar pattern 

can be seen at the 400-byte input size except that the order of Blake and Skein512 is reversed in comparison 

to the former case. 

Figure 3(c) reveals that Blake3 is the most effective algorithm for both 150-byte and 400-byte 

inputs, while when it comes to the input size of 150-byte, Kangaroo Twelve and Skein512 are close second 

and third respectively. These are followed by Blake2s, Blake, JH Shake-128 and Keccak Shake-256, leaving 

Groestl trailing behind at the bottom of the list. A similar hierarchy is observed for 400-byte inputs, with the 

exception of Keccak that moves up one position towards the end of the order. This pattern remains the same 

for 512-bit hash sizes as demonstrated in Figure 3(d) through both 150 and 400 byte inputs. 
 

 

 

 
(a) 

 

 
(b) 

 

 
(c) 

 

 
(d) 

 

Figure 3. Cycles per byte for input sizes of 150 and 400 bytes (a) 224-bit hash size, (b) 256-bit hash size, (c) 

384-bit hash size, and (d) 512-bit hash size 
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computing speed, beating the other algorithms in all situations. In contrast, Grøstl ranks the lowest in all 

cases. In order to better illustrate the results, an alternative presentation can be adopted. First, a score is 

assigned to every position obtained in the ranking, starting with 10 and ending with 1, as shown in Table 1. 

Second, the overall rankings are summarized in Table 2 indicating that Blake3 is the winner, followed by 

Kangaroo Twelve and Blake2s, while keccak, shake and Grøstl come in order with the lowest ratings. 
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Table 1. Ranking scores 

 

 

Table 2. SHA-3 candidate ranking 

 

 

5. CONCLUSION 

Throughout this work, various SHA-3 algorithms have been subjected to a thorough comparative 

analysis related to important parameters such as memory size and number of cycles per byte. In order to carry 

out this investigation, a hardware implementation was set up on a PIC32, thereby running several diiferent 

simulations. Several input sizes have been dealt with considering different output lengths in order to give a 

more complete picture of the performance of each algorithm. As a result and according to the specified 

metrics, Blake3 is at the top of the ranking. The second position based on the output size is occupied by 

Kangaroo Twelve in the case of long outputs and Blake2s for short outputs, while Grøstl comes in last. 

The current investigation is set up to provide designers and information security protocol 

developpers with an efficient algorithm which aims to be implemented in various platforms. Knowing that 

PIC32 microcontrollers are increasingly incorporated into such systems, the present contribution can be 

useful, especially in the automotive industry. 
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